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# **LCA Binary Lifting**

|  |
| --- |
| int n, l;  vector<vector<int>> adj;  int timer;  vector<int> tin, tout;  vector<vector<int>> up;  void dfs(int v, int p)  {  tin[v] = ++timer;  up[v][0] = p;  for (int i = 1; i <= l; ++i)  up[v][i] = up[up[v][i-1]][i-1];  for (int u : adj[v]) {  if (u != p)  dfs(u, v);  }  tout[v] = ++timer;  }  bool is\_ancetor(int u, int v)  {  return tin[u] <= tin[v] && tout[u] >= tout[v];  }  int lca(int u, int v)  {  if (is\_ancetor(u, v))  return u;  if (is\_ancetor(v, u))  return v;  for (int i = l; i >= 0; --i) {  if (!is\_ancetor(up[u][i], v))  u = up[u][i];  }  return up[u][0];  }  void preprocess(int root) {  tin.resize(n);  tout.resize(n);  timer = 0;  l = ceil(log2(n));  up.assign(n, vector<int>(l + 1));  dfs(root, root);  } |

# **Knuth-Morris-pratt (Precompute & Checking)**

Precompute :

|  |
| --- |
| Arrays.fill(a, 0);  for(int i = 1; i < n; i++) {  int j = a[i - 1];  while(j > 0 && s[i] != s[j]) j = a[j - 1];  if(s[i] == s.[j]) a[i] = j + 1;  } |

Checking :

|  |
| --- |
| int[] b = computeKMP(pattern);  int j = 0;  for(int i = 0; i < text.length();) {  if(pattern.charAt(j) == text.charAt(i)) {  i++; j++;  } else if(j > 0) {  j = b[j - 1];  } else {  i++;  }  if(j == pattern.length()) {  return i - pattern.length();  }  }  return NOT\_FOUND; |

# **Const Big Prime Number**

|  |
| --- |
| 1e9 + 9, 1e9 + 87, 1e9 + 4207, 2e9 + 89, 2e9 + 143, 2e9 + 11, 2e9 + 1851, 2e9 + 2153,  252097800623, 1e15 - 11, 1e15 + 37, |

# **Miller Rabin Big Primality test**

|  |
| --- |
| vector<long long> A({2, 3, 5, 7, 11, 13, 17, 19, 23});  // if n < 3,825,123,056,546,413,051, it is enough to test a = 2, 3, 5, 7, 11, 13, 17, 19, and 23.  long long fastmul(long long a, long long b, long long n) {  long long ret = 0;  while (b) {  if (b & 1)  ret = (ret + a) % n;  a = (a + a) % n;  b >>= 1;  }  return ret;  }  long long fastexp(long long a, long long b, long long n) {//compute (a^b) mod n  long long ret = 1;  while (b) {  if (b & 1)  ret = fastmul(ret, a, n);  a = fastmul(a, a, n);  b >>= 1;  }  return ret;  }  bool mrtest(long long n)  {  if(n == 1) return false;  long long d = n-1;  long long s = 0;  while(d % 2 == 0)  {  s++;  d /= 2;  }  for(long long j=0;j<(long long)A.size();j++)  {  if(A[j] > n-1) continue;  long long ad = fastexp(A[j], d, n);  if(ad % n == 1) continue;  bool notcomp = false;  for(long long r=0;r<=max(0LL,s-1);r++)  {  long long rr = fastexp(2,r,n);  long long ard = fastexp(ad, rr, n);  if(ard % n == n-1) {notcomp = true; break;}  }  if(!notcomp)  {  return false;  }  }  return true;  } |

# **Extended Euclidean Algorithm**

|  |
| --- |
| long long x, y, d; // ax + by = d  void extendedEuclidean(long long a, long long b) {  if(b == 0) { x = 1; y = 0; d = a; return; }  extendedEuclidean(b, a % b);  long long xx, yy;  xx = y;  yy = x - (a/b)\*y;  x = xx; y = yy;  } |

# **FFT biasa & FFT versi modular arithmetic (perkalian polinom)**

|  |
| --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* FFT dengan complex \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  typedef complex<double> cd;  typedef vector< cd > vcd;  // asumsi ukuran as = 2^k, dengan k bilangan bulat positif  vcd fft(const vcd &as) {  int n = (int)as.size();  int k = 0;  while((1<<k) < n) k++;  vector< int > r(n);  r[0] = 0;  int h = -1;  for(int i = 1; i<n; i++) {  if((i & (i-1)) == 0)  h++;  r[i] = r[i ^ (1 << h)];  r[i] |= (1<<(k-h-1));  }  vcd root(n);  for(int i = 0; i<n; i++) {  double ang = 2.0\*M\_PI\*i/n;  root[i] = cd(cos(ang), sin(ang));  }  vcd cur(n);  for(int i = 0; i<n; i++)  cur[i] = as[r[i]];  for(int len = 1; len < n; len <<= 1 ) {  vcd ncur(n);  int step = n/(len << 1);  for(int pdest = 0; pdest <n;) {  for(int i = 0; i<len; i++) {  cd val = root[i\*step]\*cur[pdest + len];  ncur[pdest] = cur[pdest] + val;  ncur[pdest + len] = cur[pdest] - val;  pdest++;  }  pdest += len;  }  cur.swap(ncur);  }  return cur;  }  vcd inv\_fft(const vcd& fa) {  vcd res = fft(fa);  for(int i = 0; i<nn; i++) {  res[i] /= nn;  }  reverse(res.begin() + 1, res.end());  return res;  }  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* FFT dengan Modular Aritmetic \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  const int mod = 7340033;  const int root = 5;  const int root\_1 = 4404020;  const int root\_pw = 1<<20;    void fft (vector<int> & a, bool invert) {  int n = (int) a.size();    for (int i=1, j=0; i<n; ++i) {  int bit = n >> 1;  for (; j>=bit; bit>>=1)  j -= bit;  j += bit;  if (i < j)  swap (a[i], a[j]);  }    for (int len=2; len<=n; len<<=1) {  int wlen = invert ? root\_1 : root;  for (int i=len; i<root\_pw; i<<=1)  wlen = int (wlen \* 1ll \* wlen % mod);  for (int i=0; i<n; i+=len) {  int w = 1;  for (int j=0; j<len/2; ++j) {  int u = a[i+j], v = int (a[i+j+len/2] \* 1ll \* w % mod);  a[i+j] = u+v < mod ? u+v : u+v-mod;  a[i+j+len/2] = u-v >= 0 ? u-v : u-v+mod;  w = int (w \* 1ll \* wlen % mod);  }  }  }  if (invert) {  int nrev = reverse (n, mod);  for (int i=0; i<n; ++i)  a[i] = int (a[i] \* 1ll \* nrev % mod);  }  } |

# Gaussian Elimination

|  |
| --- |
| vector<double> gauss(vector< vector<double> >& A) {  int n = A.size();  for (int i=0; i<n; i++) {  double maxEl = abs(A[i][i]);  double maxRow = i;  for (int k=i+1; k<n; k++) {  if (abs(A[k][i]) > maxEl) {  maxEl = abs(A[k][i]);  maxRow = k;  }  }  for (int k=i; k<n+1;k++) {  double tmp = A[maxRow][k];  A[maxRow][k] = A[i][k];  A[i][k] = tmp;  }  for (int k=i+1; k<n; k++) {  double c = -A[k][i]/A[i][i];  for (int j=i; j<n+1; j++) {  if (i==j) {  A[k][j] = 0;  } else {  A[k][j] += c \* A[i][j];  }  }  }  }  vector<double> x(n);  for (int i=n-1; i>=0; i--) {  x[i] = A[i][n]/A[i][i];  for (int k=i-1;k>=0; k--) {  A[k][n] -= A[k][i] \* x[i];  }  }  return x;  } |

# **Maxflow Dinic**

|  |
| --- |
| struct Edge {  int from, to, cap, flow, index;  Edge(int from, int to, int cap, int flow, int index) :  from(from), to(to), cap(cap), flow(flow), index(index) {}  };  struct Dinic {  int N;  vector<vector<Edge> > G;  vector<Edge \*> dad;  vector<int> Q;    Dinic(int N) : N(N), G(N), dad(N), Q(N) {}    void AddEdge(int from, int to, int cap) {  G[from].push\_back(Edge(from, to, cap, 0, G[to].size()));  if (from == to) G[from].back().index++;  G[to].push\_back(Edge(to, from, 0, 0, G[from].size() - 1));  }  long long BlockingFlow(int s, int t) {  fill(dad.begin(), dad.end(), (Edge \*) NULL);  dad[s] = &G[0][0] - 1;    int head = 0, tail = 0;  Q[tail++] = s;  while (head < tail) {  int x = Q[head++];  for (int i = 0; i < G[x].size(); i++) {  Edge &e = G[x][i];  if (!dad[e.to] && e.cap - e.flow > 0) {  dad[e.to] = &G[x][i];  Q[tail++] = e.to;  }  }  }  if (!dad[t]) return 0;  long long totflow = 0;  for (int i = 0; i < G[t].size(); i++) {  Edge \*start = &G[G[t][i].to][G[t][i].index];  int amt = INF;  for (Edge \*e = start; amt && e != dad[s]; e = dad[e->from]) {  if (!e) { amt = 0; break; }  amt = min(amt, e->cap - e->flow);  }  if (amt == 0) continue;  for (Edge \*e = start; amt && e != dad[s]; e = dad[e->from]) {  e->flow += amt;  G[e->to][e->index].flow -= amt;  }  totflow += amt;  }  return totflow;  }  long long GetMaxFlow(int s, int t) {  long long totflow = 0;  while (long long flow = BlockingFlow(s, t))  totflow += flow;  return totflow;  }  }; |

# **Minimum Cost Max Flow**

|  |
| --- |
| const int inf = 1e8;  struct Edge {  int from, to, cap, flow, cost;  Edge(int from, int to, int cap, int flow, int cost) :  from(from), to(to), cap(cap), flow(flow), cost(cost) {}  };  struct MCMF {  int n, s, t;  vector< vector< int > > adj;  vector< int > par;  vector< Edge > vEdge;  vector< long long > dist;  MCMF(int \_n, int \_s, int \_t) : n(\_n), adj(n), s(\_s), t(\_t) {  }  void addEdge(int from, int to, int cap, int cost) {  adj[from].push\_back(vEdge.size());  adj[to].push\_back(vEdge.size());  vEdge.push\_back(Edge(from, to, cap, 0, cost));  }  long long augment(int v, int minflow = inf) {  if(v == s) {  return minflow;  }  if(par[v] < 0) {  return 0;  }  long long flow;  Edge &e = vEdge[par[v]];  if(v == e.from) {  flow = augment(e.to, min(minflow, e.flow));  e.flow -= flow;  }  else {  flow = augment(e.from, min(minflow, e.cap - e.flow));  e.flow += flow;  }  return flow;  }  long long findingPath() {  //dijkstra  set< pair< long long , int > > st;  dist.assign(n, inf);  par.assign(n, -1);  dist[s] = 0;  st.insert(make\_pair(dist[s], s));  while(!st.empty()) {  set< pair< long long, int > >::iterator begin = st.begin();  int v = begin->second;  st.erase(begin);  for(int i = 0; i<adj[v].size(); i++) {  Edge &e = vEdge[adj[v][i]];  if(e.from == v) {  if(e.cap > e.flow && dist[e.to] > dist[v] + e.cost) {  st.erase(make\_pair(dist[e.to], e.to));  dist[e.to] = dist[v] + e.cost;  st.insert(make\_pair(dist[e.to], e.to));  par[e.to] = adj[v][i];  }  }  else {  if(e.flow > 0 && dist[e.from] > dist[v] - e.cost) {  st.erase(make\_pair(dist[e.from], e.from));  dist[e.from] = dist[v] - e.cost;  st.insert(make\_pair(dist[e.from], e.from));  par[e.from] = adj[v][i];  }  }  }  }  return augment(t, inf);  }  pair< long long, long long > EdmondKarp() {  long long maxflow = 0, mincost = 0;  long long flow;  while(flow = findingPath()) {  maxflow += flow;  mincost += flow \* dist[t];  }  return make\_pair(mincost, maxflow);  }  }; |

# **MinCost MaxFlow with Potential**

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  #define INF 1000000000  #define MAXN 500  struct Edge  {  int t, c, w, r;  Edge(int \_t, int \_c, int \_w, int \_r): t(\_t), c(\_c), w(\_w), r(\_r) {};  };  int pot[MAXN+5], prv[MAXN+5], dist[MAXN+5], vis[MAXN+5];  vector<Edge> edge[MAXN+5];  pair<int, int> mcmf(int n, int s, int t)  {  fill(pot, pot+n, 0);  int mf = 0, mc = 0;  while (true) {  priority\_queue<pair<int, int> > pq;  fill(dist, dist+n, INF);  fill(vis, vis+n, 0);  pq.push(make\_pair(0, s));  dist[s] = 0;  while (!pq.empty()) {  pair<int, int> top = pq.top();  pq.pop();  int v = top.second, c = -top.first;  if (vis[v]) continue;  vis[v] = 1;  for (int i = 0; i < edge[v].size(); ++i) {  Edge &e = edge[v][i];  int u = e.t;  if (e.c == 0) continue;  int ndist = dist[v] + e.w + pot[v]-pot[u];  if (ndist < dist[u]) {  dist[u] = ndist;  prv[u] = e.r;  pq.push(make\_pair(-ndist, u));  }  }  }  int v = t;  if (dist[t] == INF) break;  int flow = INF;  for (int i = 0; i < n; ++i) pot[i] += dist[i];  while (v != s) {  Edge &r = edge[v][prv[v]], &e = edge[r.t][r.r];  flow = min(flow, e.c);  v = r.t;  }  mf += flow;  v = t;  while (v != s) {  Edge &r = edge[v][prv[v]], &e = edge[r.t][r.r];  e.c -= flow;  r.c += flow;  mc += e.w \* flow;  v = r.t;  }  }  return make\_pair(mf, mc);  }  int main()  {  int n, m, s, t;  scanf("%d%d%d%d", &n, &m, &s, &t);  for (int i = 0; i < m; ++i) {  int u, v, c, w;  scanf("%d%d%d%d", &u, &v, &c, &w);  Edge a(v,c,w,edge[v].size()), b(u,0,-w,edge[u].size());  edge[u].push\_back(a);  edge[v].push\_back(b);  }  pair<int, int> ret = mcmf(n, s, t);  printf("%d %d\n", ret.first, ret.second);  return 0;  } |

# **Mincost MaxFlow with Negative Cost**

|  |
| --- |
| /\*\* Max Flow Min Cost \*\*/  /\* complexity: O(min(E^2 V log V, E log V F)) \*/  const int maxnodes = 2010;  int nodes = maxnodes;  int prio[maxnodes], curflow[maxnodes], prevedge[maxnodes], prevnode[maxnodes], q[maxnodes], pot[maxnodes];  bool inqueue[maxnodes];    struct Edge {  int to, f, cap, cost, rev;  };  vector<Edge> graph[maxnodes];  void addEdge(int s,int t,int cap,int cost){  Edge a ={t,0, cap, cost, graph[t].size()};  Edge b ={s,0,0,-cost, graph[s].size()};  graph[s].push\_back(a);  graph[t].push\_back(b);  }  void bellmanFord(int s,int dist[]){  fill(dist, dist + nodes,1000000000);  dist[s]=0;  int qt =0;  q[qt++]= s;  for(int qh =0;(qh - qt)% nodes !=0; qh++){  int u = q[qh % nodes];  inqueue[u]=false;  for(int i =0; i <(int) graph[u].size(); i++){  Edge &e = graph[u][i];  if(e.cap <= e.f)continue;  int v = e.to;  int ndist = dist[u]+ e.cost;  if(dist[v]> ndist){  dist[v]= ndist;  if(!inqueue[v]){  inqueue[v]=true;  q[qt++% nodes]= v;  }  }  }  }  }  pair<int, int> minCostFlow(int s,int t,int maxf){  // bellmanFord can be safely commented if edges costs are non-negative  bellmanFord(s, pot);  int flow =0;  int flowCost =0;  while(flow < maxf){  priority\_queue<ll, vector<ll>, greater<ll>> q;  q.push(s);  fill(prio, prio + nodes,1000000000);  prio[s]=0;  curflow[s]=1000000000;  while(!q.empty()){  ll cur = q.top();  int d = cur >>32;  int u = cur;  q.pop();  if(d != prio[u])continue;  for(int i =0; i <(int) graph[u].size(); i++){  Edge &e = graph[u][i];  int v = e.to;  if(e.cap <= e.f)continue;  int nprio = prio[u]+ e.cost + pot[u]- pot[v];  if(prio[v]> nprio){  prio[v]= nprio;  q.push(((ll) nprio <<32)+ v);  prevnode[v]= u;  prevedge[v]= i;  curflow[v]= min(curflow[u], e.cap - e.f);  }  }  }  if(prio[t]==1000000000)break;  for(int i =0; i < nodes; i++) pot[i]+= prio[i];  int df = min(curflow[t], maxf - flow);  flow += df;  for(int v = t; v != s; v = prevnode[v]){  Edge &e = graph[prevnode[v]][prevedge[v]];  e.f += df;  graph[v][e.rev].f -= df;  flowCost += df \* e.cost;  }  }  return make\_pair(flow, flowCost);  }  /\* usage example:  \* addEdge (source, target, capacity, cost)  \* minCostFlow(source, target, INF) -><flow, flowCost>  \*/ |

# **Maximum Cardinality Bipartite Matching**

The code below finds a augmenting path:

|  |
| --- |
| bool dfs(int v){// v is in X, it reaturns true if and only if there is an augmenting path starting from v  if(mark[v])  return false;  mark[v] = true;  for(auto &u : adj[v])  if(match[u] == -1 or dfs(match[u])) // match[i] = the vertex i is matched with in the current matching, initially -1  return match[v] = u, match[u] = v, true;  return false; } |

An easy way to solve the problem is:

|  |
| --- |
| for(int i = 0;i < n;i ++)if(match[i] == -1){  memset(mark, false, sizeof mark);  dfs(i); } |

But there is a faster way:

|  |
| --- |
| while(true){  memset(mark, false, sizeof mark);  bool fnd = false;  for(int i = 0;i < n;i ++) if(match[i] == -1 && !mark[i])  fnd |= dfs(i);  if(!fnd)  break; } |

# 

# **Finding Cut Vertices & Cut Edges**

|  |
| --- |
| // Tarjan version again  void dfs(int v) {  low[v]= num[v] = ++cntr;  for(auto u : adj[v]) {  if(num[u] == -1) {  par[u] = v;  if(v == Root) rootChild++;    dfs(u);    if(low[u] >= num[v])  articulation\_vertex[v] = true;  if(low[u] > num[v])  printf("Edge (%d %d) is a bridge\n", v, u);    low[v] = min(low[v], low[u]);  }  else if(u != parent[v])  low[v] = min(low[v],num[u]);  }  }  // Inside Main  cntr = 0;  num.assign(n, -1);  low.assign(n, 0);  par.assign(n, -1);  articulation\_vertex.assign(n, 0);  for(int i = 0; i<n; i++) if(num[i] == -1) {  Root = i;  rootChild = 0;  dfs(i);  articulation\_vertex[i] = (rootChild > 1);  } |

# **Rumus-rumus kombin**
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Dixon Identity:
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**Lucas’ Theorem :**

For non-negative integers *m* and *n* and a prime *p*, the following [congruence relation](https://en.wikipedia.org/wiki/Modular_arithmetic) holds:
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where
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and
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are the base *p* expansions of *m* and *n* respectively. This uses the convention that ![\tbinom{m}{n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAZBAMAAADd8CNTAAAAMFBMVEX///+enp4EBARQUFBAQEDm5uYWFhYiIiKKiorMzMwMDAwwMDC2trZiYmJ0dHQAAACLI7XjAAAAAXRSTlMAQObYZgAAANFJREFUGBldkDEKwkAQRZ/JJkaiwSPsBYQcwcZOIRcIWHiAHCHgBewsDVhZeACxEVsRI4iVhbUgpLQSZxWNOrA7vL8zzPwFzrzimRtvGhpxQ7y4dq85qik0I51zczROBl6Co2u6kkAP3FSEoK3OsIZJhMr91IrBWnEBf+RG6iRlIUs+oRIGH6ChmZYUFLRK8gruP/T79t2nvyfYfY5lXzVkV5KVmuWMwVBEWdluYwwWQgdwMjlFXW7xDfIdXmJLZZAL+Ssx6G5hLAAdMWjvTf6LB4U3M40ILlFsAAAAAElFTkSuQmCC) = 0 if *m* < *n*.

Example : (combinatrics in small mod wheren mod < n && mod < k)

|  |
| --- |
| int comb[mod][mod];  int c(int n, int k) {  return n == 0? 1 : comb[n%mod][k%mod] \* c(n/mod, k/mod) % mod;  } |

**Faulhaber’s Formula**
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Examples:

![1 + 2 + 3 + \cdots + n = {n(n+1) \over 2} = {n^2 + n \over 2}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVoAAAArBAMAAADLdl2VAAAAMFBMVEX///+Kioqenp7MzMx0dHRiYmIEBAQWFhZQUFAwMDAiIiIMDAy2trZAQEDm5uYAAADKM3plAAAAAXRSTlMAQObYZgAABCNJREFUWAnNVj1sXEUQ/g7b5M5+d066lJZQJKDBBTVcQUlQEukKGgSigAoQEjkJgeTGICEFWShFChQ2SpMycpUixTU2BRJ2ZwoiXUOBXNggEDIEjpmd2be778fa59wdjKydmW+/mf38fu4N8P+0bPD1fydsab3m7Fdr8J+wO67Zmj18oeqI3j7QqdG0h9W1qpp5YAtbVad8Z4DqHSDDUd3tqGo1Vawzqmj38+eG0K8qdiz0Q93GzPFz0QlGsw4Hz2lSdIv0mLAti5vnejk6zGhm1a5GWz65hLFN5qm29XrrldvAHUAjVmCsDHrDODi3pplzQszeeHFkEVUblDvi9P3i0z/iFvAJoBEfYfQcq7bT18w5Ib48mQigaoNyR5y+f+boPO4B7wEa8RFGz7Fq2xuaORcQGVK1BdSRp+xfAN4CjqmrRNze8EJm1S7p2yQQr57ImXtuY5R3ZmBfYOEfgP4gEQ6Gw3eGQ8NH1ahVIjO6w+H14fBjDgOU09nYR2h/ALxNzSXiUwwvZFZt94okfvVExty1jVHPnmr0GCv9K3hIPSXi5oYXMqu2c14Sv3oiY05tjHr2NKOnjrH6Uh83AY24udETOnTVsTLSzLmAyJCqLaCOPF1PX6T2AKCvg0bc3sgZ7W9OviS1kvg1IDKoah3Kk1Bo2Q36yQkt27wxDvMzxIdRjQmzi2FSEbsnQbd4EgptB8t8h7ztoHvfZ2eKumth2VaY3A2TirgTYTIJBdA+st+CFPgMrV8joHnSM3U1WeHO1vEcbt9MTvSavwucyJ4R93yuVgGB/Vq4WX7DR5d8GEfxpYv3qrKi2k+BP4VnHL3zZgFwG+IT1LbW45I8ey2P0oKiWprnf5dK4xrsjiQy4oqrqp3LmFRW26YhhM3YFXh2WwMHaOqcqs3HJPq4ktWQXVHs6RNLZj+x8UYxK6vdGwnHOOqyvgo54DbEq9q5jElltR+qmFxcFj8aRyS+9zeROCBzz23FmDRJsGPbJF9Oq9CvdTjtyJf7IJ+Vvgf+oF4eONwgtQ8I4mDOY1Lp2l5FRkrIjF179Hv2l43yB1myfHXX1o1J9H+RmXw/ITjzc9vqoy399bxtLPBtJzN2LS1O7TzGJDsJsQI99NvBYFMEGXHX0C38SAier1o4jzFJJiE+WQ99fzL5RYQYca1Hj8YRIIlftdCNSX6jHJVGpjIlRE6h66GebXwoUQkQuFRYrPN5aWTyW1XRKfTSJ3ur2KAECKFUWKzzeWlk8ltVUUN6VYsnwfzIlNSlIT2pZwOSH5mSihrSk3o2IrmRKbGoIT2xazLNjUyJBQ3piV2TaW5kSixoSE/smkxzI1NiQUN6YtdUmoxMqWw0pCf3TSTmI1MavyE9rWkyy49MSSUN6Uk9G5D8yJRU1JCe1LMByY9MSUVF+r81KTowst415QAAAABJRU5ErkJggg==) (the [triangular numbers](https://en.wikipedia.org/wiki/Triangular_number))

![1^2 + 2^2 + 3^2 + \cdots + n^2 = {n(n+1)(2n+1) \over 6} = {2n^3 + 3n^2 + n \over 6}](data:image/png;base64,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) (the [square pyramidal numbers](https://en.wikipedia.org/wiki/Square_pyramidal_number))

![1^3 + 2^3 + 3^3 + \cdots + n^3 = \left({n(n+1) \over 2}\right)^2 = {n^4 + 2n^3 + n^2 \over 4}](data:image/png;base64,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) (the [squared triangular numbers](https://en.wikipedia.org/wiki/Squared_triangular_number))

![ \begin{align} 1^4 + 2^4 + 3^4 + \cdots + n^4 & = {n(n+1)(2n+1)(3n^2+3n-1) \over 30} \\ & = {6n^5 + 15n^4 + 10n^3 - n \over 30} \end{align} ](data:image/png;base64,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)

![ \begin{align} 1^5 + 2^5 + 3^5 + \cdots + n^5 & = {n^2(n+1)^2(2n^2+2n-1)\over 12} \\ & = {2n^6 + 6n^5 + 5n^4 - n^2 \over 12} \end{align} ](data:image/png;base64,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)

![ \begin{align} 1^6 + 2^6 + 3^6 + \cdots + n^6 & = {n(n+1)(2n+1)(3n^4+6n^3-3n+1)\over 42} \\ & = {6n^7 + 21n^6 + 21n^5 -7n^3 + n \over 42} \end{align} ](data:image/png;base64,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)

# **Template Geometri**

|  |
| --- |
| // rotate p by theta degrees CCW w.r.t origin(0, 0)  point rotate(point p, double tetha) {  // rotate matrix R(theta0 = [cos(theta) -sin(theta)]  // [sin(theta) cos(theta)]  double rad = tehta \* PI / 180.0;  return point(p.x\*cos(rad) - p.y\*sin(rad), p.x\*sin(rad) + p.y\*cos(rad));  }  // (LINE)  struct line { double a,b,c; };  void pointToLine(point p1, point p2, line \*l) {  if(p1.x == p2.x) {  l->a = 1.0; l->b = 0.0; l->c = -p1.x;  }  else {  l->a = -(double)(p1.y-p2.y)/(p1.x-p2.x)l  l->b = 1.0;  l->c = -(double)(l->a \* p1.x) - (l->b \* p1.y);  }  }  bool areIntersect(line l1, line l2, point \* p) {  if(areSame(l1, l2)) return false;  if(areParallel(l1, l2)) return false;    p->x = (l2.b\*l1.c - l1.b\*l2.c)/(l2.a\*l1.b - l1.a\*l2.b);  if(fabs(l1.b) > EPS)  p->y = (l1.a\*p->x + l1.c)/l1.b;  else  p->y = (l2.a\*p->x + l2.c)/l2.b;  return true;  }  double area(const vector< point > & P) {  double result = 0.0;  for(int i = 0; i< (int)P.size()-1; i++) {  result += (P[i].x \* P[i+1].y - P[i].y\*P[i+1].x);  }  return fabs(result)/2.0;  }  // calculate angle between BA and BC  double angle(point a, point b, point c) {  double ux = a.x - b.x, uy = a.y - b.y;  double vx = c.x - b.x, vu = c.y - b.y;  return acos(ux\*vx + uy\*vy)/sqrt((ux\*ux + uy\*uy)\*(vx\*vx + vy\*vy)); }  // check if point p inside (CONVEX/CONCAVE) polygon vp  int inPolygon(point p, const vector< point >& vp) {  int wn = 0, n = (int)vp.size() - 1;  for(int i = 0; i<n; i++) {  long long cs = cross(vp[i+1], vp[i], p);  if(cs == 0 && 1LL \* (vp[i].x - p.x) \* (vp[i+1].x - p.x ) <= 0 && 1LL \* (vp[i].y - p.y) \* (vp[i+1].y - p.y ) <= 0)  return 1;  if(vp[i].y <= p.y) {  if(vp[i+1].y > p.y && cs > 0)  wn++;  }  else {  if(vp[i+1].y <= p.y && cs < 0)  wn--;  }  }  return wn;  } |

# 

# **Find two center of same size circle from its intersection and their radius**

|  |
| --- |
| bool circle2PtsRad(point p1, point p2, double r, point \*c) { // answer at \*c  double d2 = (p1.x - p2.x) \* (p1.x - p2.x) + (p1.y - p2.y)\*(p1.y - p2.y);  double det = r \* r / d2 - 0.25;  if(det<0.0) return false;  double h = sqrt(det);  c->x = (p1.x + p2.x) \* 0.5 + (p1.y-p2.y)\*h;  c->y = (p1.y + p2.y) \* 0.5 + (p2.x-p1.x)\*h;  return true;  } |

# **The Great-Circle Distance (SPHERES)**

|  |
| --- |
| double gcDistance(double plat, double plong, double qlat, double, qlong ,double radius) {  plat \*= PI/180; plong \*= PI/180;  qlat \*= PI/180; qlong \*= PI/180;  return radius \* acos(cos(plat)\*cos(plong)\*cos(qlat)\*cos(qlong) + cos(plat)\*sin(plong)\*cos(qlat)\*sin(qlong) +  sin(plat)\*sin(qlat));  } |

# 

# **Cutting Polygon with a Straight Line**

|  |
| --- |
| const long double EPS = 1e-7;  struct point {  double x, y;  point(double x, double y) : x(x), y(y) {} };  double cross(point p, point q, point r) {  return (p.x - q.x) \* (r.y - q.y) - (p.y - q.y) \* (r.x - q.x); }  // line segment p-q intersect with line A-B  point lineIntersectSeg(point p, point q, point A, point B) {  double a = B.y - A.y;  double b = A.x - B.x;  double c = B.x \* A.y - A.x \* B.y;  double u = fabs(a \* p.x + b \* p.y + c);  double v = fabs(a \* q.x + b \* q.y + c);  return point((p.x\*v + q.x\*u)/(u+v), (p.y\*v + q.y\*u)/(u+v));  }  // cuts polygon Q along the line formed by point a-> point b  // (note: the last point must be the same as the first point)  vector<point> cutPolygon(point a, point b, vector<point> Q) {  vector<point> P;  for(int i = 0; i<(int)Q.size(); i++) {  double left1 = cross(a, b, Q[i]), left2 = 0.0;  if(i != (int)Q.size()-1) left2 = cross(a, b, Q[i+1]);  if(left1 > -EPS) P.push\_back(Q[i]);  if(left1 \* left2 < -EPS)  P.push\_back(lineIntersectSeg(Q[i], Q[i+1], a, b));  }  if(P.empty()) return P;  if(fabs(P.back().x - P.front().x) > EPS ||  fabs(P.back().y - P.front().y) > EPS)  P.push\_back(P.front());  return P;  } |

# **Convex hull (Graham’s Scan & Andrew’s Monotone Chain)**

|  |
| --- |
| typedef pair<long long,long long> point;  #define x first  #define y second  // (p-q) x (r-q)  long long cross(point p, point q, point r) {  return (p.x - q.x) \* (r.y - q.y) - (p.y - q.y) \* (r.x - q.x);  }  bool collinear(point a, point o, point b) {  return cross(a, o, b) == 0;  }  // true if point r is on the left side of line pq  bool ccw(point p, point q, point r) {  return cross(p, q, r) > 0;  }  point pivot;  long long dist2(point a, point b) {  return (a.x - b.x) \* (a.x - b.x) + (a.y - b.y) \* (a.y - b.y);  }  bool angle\_cmp(point a, point b) {  if(collinear(pivot, a, b)) {  return dist2(a, pivot) < dist2(b, pivot);  }  return ccw(pivot, a, b);  }  bool cmp(point a, point b) {  return a.y < b.y || (a.y == b.y && a.x < b.x);  }  // P tidak siklik, P[0] tidak mengulang di P.back()  // return convex hull siklik, P[0] mengulang di P.back()  vector<point> ConvexHull(vector<point> P) {  int i, j, n = (int) P.size();  if(n < 3)  return P;  int PO = 0;  for(i = 1; i < n; i++) {  if(cmp(P[P0], P[P[i]])) {  PO = i;  }  }  swap(P[0], P[PO]);  pivot = P[0];  if(collinear(P.back(), P[0], P[1])) {  vector< point > S;  S.push\_back(P[0]);  S.push\_back(P.back());  return S;  }  sort(++P.begin(), P.end(), angle\_cmp);  int k = P.size() - 1;  while(k && collinear(P[0], P[k-1], P[k])) k--;  reverse(P.begin() + k, P.end());  vector<point> S;  S.push\_back(P[n-1]);  S.push\_back(P[0]);  S.push\_back(P[1]);  i = 2;  while(i < n) {  j = (int) S.size() - 1;  if(ccw(S[j-1], S[j], P[i])) S.push\_back(P[i++]);  else S.pop\_back();  }  S.pop\_back();  return S;  }  int main(void)  {  int n;  scanf("%d", &n);  vector<point> p;  for(int i = 0; i < n; i++) {  int a, b;  scanf("%d %d", &a, &b);  p.push\_back(point(a, b));  }  vector<point> ch = ConvexHull(p);  cout << ch.size() << endl;  for(auto it : ch) {  printf("%I64d %I64d\n", it.x, it.y);  }  return 0;  } |

|  |
| --- |
| // Andrew’s Monotone Chain  struct Point {  int x, y;  Point() {}  Point(int x, int y): x(x), y(y) {}   Point operator + (const Point& a) const {  return Point(x+a.x, y+a.y);  }  Point operator - (const Point& a) const {  return Point(x-a.x, y-a.y);  }  int operator % (const Point& a) const {  return x\*a.y - y\*a.x;  }  bool operator<(const Point &rhs) const { return make\_pair(y,x) < make\_pair(rhs.y,rhs.x); }  bool operator==(const Point &rhs) const { return make\_pair(y,x) == make\_pair(rhs.y,rhs.x); } }; int ccw(Point a, Point b, Point c) {  int t = (b - a) % (c - a);  if (t == 0) return 0;  if (t < 0) return -1;  return 1; }  typedef vector< Point > Polygon; int area2(Point a, Point b, Point c) { return a%b + b%c + c%a; } bool between(const Point &a, const Point &b, const Point &c) {  return (area2(a,b,c) == 0 && (a.x-b.x)\*(c.x-b.x) <= 0 && (a.y-b.y)\*(c.y-b.y) <= 0); } void ConvexHull(vector<Point> &pts) {  sort(pts.begin(), pts.end());  pts.erase(unique(pts.begin(), pts.end()), pts.end());  vector<Point> up, dn;  for (int i = 0; i < pts.size(); i++) {  while (up.size() > 1 && area2(up[up.size()-2], up.back(), pts[i]) >= 0) up.pop\_back();  while (dn.size() > 1 && area2(dn[dn.size()-2], dn.back(), pts[i]) <= 0) dn.pop\_back();  up.push\_back(pts[i]);  dn.push\_back(pts[i]);  }  pts = dn;  for (int i = (int) up.size() - 2; i >= 1; i--) pts.push\_back(up[i]);    if (pts.size() <= 2) return;  dn.clear();  dn.push\_back(pts[0]);  dn.push\_back(pts[1]);  for (int i = 2; i < pts.size(); i++) {  if (between(dn[dn.size()-2], dn[dn.size()-1], pts[i])) dn.pop\_back();  dn.push\_back(pts[i]);  }  if (dn.size() >= 3 && between(dn.back(), dn[0], dn[1])) {  dn[0] = dn.back();  dn.pop\_back();  }  pts = dn; } |

# **Pick’s Theorem**

Given a [simple polygon](https://en.wikipedia.org/wiki/Simple_polygon) constructed on a grid of equal-distanced points (i.e., points with [integer](https://en.wikipedia.org/wiki/Integer) coordinates) such that all the polygon's vertices are grid points, **Pick's theorem** provides a simple [formula](https://en.wikipedia.org/wiki/Formula) for calculating the [area](https://en.wikipedia.org/wiki/Area) *A* of this polygon in terms of the number *i* of *lattice points in the interior*located in the polygon and the number *b* of *lattice points on the boundary* placed on the polygon's perimeter:[[1]](https://en.wikipedia.org/wiki/Pick%27s_theorem#cite_note-1)
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# **Strongly Connected Component**

|  |
| --- |
| /\*\*\*\*\*\* Tarjan’s SCC \*\*\*\*\*\*\*/  vector< int > num, low, S, vis;  int cntr, numCC;  void tarjanSCC(int v) {  low[v] = num[v] = ++cntr;  vis[v] = 1;  S.push\_back(v);  for(auto u : adj[v]) {  if(num[u] == -1)  tarjanSCC(u);  if(vis[u])  low[v] = min(low[v], low[u]);  }  if(low[v] == num[v]) {  printf("SCC %d :", ++numCC);  while(1) {  int u = S.back(); S.pop\_back(); vis[u] = 0;  printf(" %d", u);  if(u == v)  break;  }  }  }  // In MAIN();  num.assign(n, -1);  low.assign(n, 0);  vis.assign(n, 0);  cntr = numCC = 0;  for(int i = 0; i<n; i++))  if(num[i] == -1)  tarjanSCC(i); |

# **Suffix Array + LCP**

|  |
| --- |
| // suffix array  const int N = 1e5 + 5;  string s;  int sa[N], pos[N], lcp[N], tmp[N], gap, n;  bool cmp\_sa(int a, int b) {  if(pos[a] - pos[b])  return pos[a] < pos[b];  a += gap; b += gap;  return (a < n && b < n) ? pos[a] < pos[b] : a > b;  }  void build\_sa() {  n = s.size();  for(int i = 0; i<n; i++)  sa[i] = i, pos[i] = s[i];  for(gap = 1;; gap <<= 1) {  sort(sa, sa + n, cmp\_sa);  for(int i = 1; i<n; i++) tmp[i] = tmp[i-1] + cmp\_sa(sa[i-1], sa[i]);  for(int i = 0; i<n; i++) pos[sa[i]] = tmp[i];  if(tmp[n-1] == n-1) break;  }  }  void build\_lcp() {  for(int i = 0, k = 0; i<n; i++) if(pos[i] - n + 1) {  for(int j = sa[pos[i] + 1]; s[j + k] == s[i + k]; k++);  lcp[pos[i]] = k;  if(k) k--;  }  } |

# **Manacher Algorithm (Palindrom)**

|  |
| --- |
| Sumber : <http://e-maxx.ru/algo/palindromes_count>  vector<int> d1 (n); int l=0, r=-1; for (int i=0; i<n; ++i) {  int k = (i>r ? 0 : min (d1[l+r-i], r-i)) + 1;  while (i+k < n && i-k >= 0 && s[i+k] == s[i-k]) ++k;  d1[i] = k--;  if (i+k > r)  l = i-k, r = i+k; } vector<int> d2 (n); l=0, r=-1; for (int i=0; i<n; ++i) {  int k = (i>r ? 0 : min (d2[l+r-i+1], r-i+1)) + 1;  while (i+k-1 < n && i-k >= 0 && s[i+k-1] == s[i-k]) ++k;  d2[i] = --k;  if (i+k-1 > r)  l = i-k, r = i+k-1; }  Sumber : <http://codeforces.com/blog/entry/12143>  vector< vector<int> > p(2, vector<int>(n,0)); //p[1][i] even, p[0][i] odd palindrom center i for (int z=0, l=0, r=0; z < 2; z++, l=0, r=0)  for (int i = 0; i < n; i++) {  if (i < r) p[z][i] = min(r-i+!z, p[z][l+r-i+!z]);  int L = i-p[z][i], R = i+p[z][i]-!z;  while (L-1 >= 0 && R+1 < n && s[L-1] == s[R+1]) p[z][i]++, L--, R++;  if(R > r) l = L,r = R;  } |

# **Implicit Treap**

|  |
| --- |
| /\*\*  \* Treap uses implicit key  \* This Implementation : maintain array, can insert and delete in any position, can reverse interval  \*/    #include <bits/stdc++.h>  using namespace std;    typedef struct item \* pitem;    struct item  {  int cnt, value, prior;  bool rev;  pitem l, r;  item(int prior, int value) : cnt(1), rev(false), prior(prior), value(value), l(NULL), r(NULL) {}  };    int cnt(pitem t) {  return t ? t->cnt : 0;  }  void upd\_cnt(pitem it) {  if (it)  it->cnt = cnt(it->l) + cnt(it->r) + 1;  }    void push(pitem it) {  if (it && it->rev) {  it->rev = false;  swap(it->l, it->r);  if (it->l) it->l->rev ^= true;  if (it->r) it->r->rev ^= true;  }  }    void merge(pitem & t, pitem l, pitem r) {  push(l);  push(r);  if (!l || !r)  t = l ? l : r;  else if (l->prior > r->prior)  merge(l->r, l->r, r), t = l;  else  merge(r->l, l, r->l), t = r;  upd\_cnt(t);  }    void split(pitem t, pitem & l, pitem & r, int key, int add = 0) {  if (!t)  return void (l = r = 0);  int cur\_key = cnt(t->l) + add;  if (key <= cur\_key)  split(t->l, l, t->l, key, add), r = t;  else  split(t->r, t->r, r, key, add + cnt(t->l) + 1), l = t;  upd\_cnt(t);  }    void reverse(pitem t, int l, int r) {  pitem t1, t2, t3;  split(t, t1, t2, l);  split(t2, t2, t3, r-l+1);  t2->rev ^= true;  merge(t, t1, t2);  merge(t, t, t3);  }  void output (pitem t) {  if (!t) return;  push (t);  output (t->l);  printf ("%d ", t->value);  output (t->r);  }    int main() {  int n;  scanf("%d", &n);  srand(time(NULL));  pitem root = NULL;  for (int i = 0; i < n; i++) {  int a;  scanf("%d", &a);  pitem cur = new item(rand(), a);  if (root)  merge(root, root, cur);  else  root = cur;  }  int m;  scanf("%d", &m);  for (int i = 0; i < m; i++) {  int l, r;  scanf("%d %d", &l, &r);  reverse(root, l, r);  output(root);  printf("\n");  }  return 0;  } |

# **Convex Hull Trick**

|  |
| --- |
| #include <bits/stdc++.h>    using namespace std;  struct line {  long long a, b, get(long long x) {  return a\*x + b;  }  long double getd(long double x) {  return x \* a + b;  }  };    struct convex\_hull\_trick {  line \* hull;  int size;  convex\_hull\_trick(int sz) : size(0) {  hull = new line[sz+1];  }  bool isbad(line prev, line cur, line next) {  return (prev.b - cur.b) \* (next.a - cur.a) >= (cur.b - next.b) \* (cur.a - prev.a);  }  void add(line nl) {  hull[size++] = nl;  while(size > 2 && isbad(hull[size-3], hull[size-2], hull[size-1]))  hull[size-2] = nl, size--;  }    long long query(long long x) {  int l, r;  l = 0; r = size-1;  while(l < r) {  int m = (l + r) >> 1;  if(hull[m].get(x) <= hull[m+1].get(x))  l = m+1;  else  r = m;  }  return hull[l].get(x);  }  };  const int N = 2e5 + 5;  long long sum[N];  int a[N];    int main() {  int n;  scanf("%d", &n);  long long ans = 0, add = 0;  sum[0] = 0;  for(int i = 1; i<=n; i++) {  scanf("%d", a+i);  sum[i] = sum[i-1] + a[i];  ans += a[i] \* (long long)i;  }  convex\_hull\_trick hull(n);  hull.size = 0;  for(int i = 1; i <= n; i++) {  hull.add((line){i, -sum[i-1]});  add = max(add, hull.query(a[i]) + sum[i-1] - a[i]\*(long long)i);  }  hull.size = 0;  for(int i = n; i > 0; i--) {  hull.add((line){-i, -sum[i]});  add = max(add, hull.query(-a[i]) + sum[i] - a[i]\*(long long)i);  }  cout << ans + add << endl;  return 0;  } |

# **Z Algorithm**

|  |
| --- |
| string s;  cin >> s;  int L = 0, R = 0;  int n = s.size();  for (int i = 1; i < n; ++i) {  if (i > R) {  L = R = i;  while (R < n && s[R] == s[R-L]) ++R;  Z[i] = R-L; --R;  }  else {  int k = i-L;  if (Z[k] < R-i+1) Z[i] = Z[k];  else {  L = i;  while (R < n && s[R] == s[R-L]) ++R;  Z[i] = R-L; --R;  }  }  } |

# **Aho Corassick**

|  |
| --- |
| /\*\* Aho-Corasick Dictionary Matching \*\*/  constint NALPHABET **=**26**;**    struct Node **{**  Node**\*\*** children**,** go**;**  bool leaf**;**  char charToParent**;**  Node**\*** parent**,** suffLink**,** dictSuffLink**;**  int count**,** value**;**    Node**(){**  children **=new** Node**\*[**NALPHABET**];**  go **=new** Node**\*[**NALPHABET**];**  **for(**int i **=**0**;** i **<** NALPHABET**;++**i**){**  children**[**i**]=** go**[**i**]=NULL;**  **}**  parent **=** suffLink **=** dictSuffLink **=NULL;**  leaf **=false;**  count **=**0**;**  **}**  **};**    Node**\*** createRoot**(){**  Node**\*** node **=new** Node**();**  node**->**suffLink **=** node**;**  **return** node**;**  **}**    void addString**(**Node**\*** node**,**const string**&** s**,**int value **=-**1**){**  **for(**int i **=**0**;** i **<** s**.**length**();++**i**){**  int c **=** s**[**i**]-**'a'**;**  **if(**node**->**children**[**c**]==NULL){**  Node**\*** n **=new** Node**();**  n**->**parent **=** node**;**  n**->**charToParent **=** s**[**i**];**  node**->**children**[**c**]=** n**;**  **}**  node **=** node**->**children**[**c**];**  **}**  node**->**leaf **=true;**  node**->**count**++;**  node**->**value **=** value**;**  **}**    Node**\*** suffLink**(**Node**\*** node**);**  Node**\*** dictSuffLink**(**Node**\*** node**);**  Node**\*** go**(**Node**\*** node**,**char ch**);**  int calc**(**Node**\*** node**);**    Node**\*** suffLink**(**Node**\*** node**){**  **if(**node**->**suffLink **==NULL){**  **if(**node**->**parent**->**parent **==NULL){**  node**->**suffLink **=** node**->**parent**;**  **}else{**  node**->**suffLink **=** go**(**suffLink**(**node**->**parent**),**node**->**charToParent**);**  **}**  **}**  **return** node**->**suffLink**;**  **}**    Node**\*** dictSuffLink**(**Node**\*** node**){**  **if(**node**->**dictSuffLink **==NULL){**  Node**\*** n **=** suffLink**(**node**);**  **if(**node **==** n**){**  node**->**dictSuffLink **=** node**;**  **}else{**  **while(!**n**->**leaf **&&** n**->**parent **!=NULL){**  n **=** dictSuffLink**(**n**);**  **}**  node**->**dictSuffLink **=** n**;**  **}**  **}**  **return** node**->**dictSuffLink**;**  **}**    Node**\*** go**(**Node**\*** node**,**char ch**){**  int c **=** ch **-**'a'**;**  **if(**node**->**go**[**c**]==NULL){**  **if(**node**->**children**[**c**]!=NULL){**  node**->**go**[**c**]=** node**->**children**[**c**];**  **}else{**  node**->**go**[**c**]=** node**->**parent **==NULL?** node **:** go**(**suffLink**(**node**),** ch**);**  **}**  **}**  **return** node**->**go**[**c**];**  **}**    int calc**(**Node**\*** node**){**  **if(**node**->**parent **==NULL){**  **return**0**;**  **}else{**  **return** node**->**count **+** calc**(**dictSuffLink**(**node**));**  **}**  **}**    int main**(){**  Node**\*** root **=** createRoot**();**  addString**(**root**,**"a"**,**0**);**  addString**(**root**,**"aa"**,**1**);**  addString**(**root**,**"abc"**,**2**);**    string s**(**"abcaadc"**);**  Node**\*** node **=** root**;**  **for(**int i **=**0**;** i **<** s**.**length**();++**i**){**  node **=** go**(**node**,** s**[**i**]);**  Node**\*** temp **=** node**;**  **while(**temp **!=** root**){**  **if(**temp**->**leaf**){**  printf**(**"string (%d) occurs at position %d\n"**,** temp**->**value**,** i**);**  **}**  temp **=** dictSuffLink**(**temp**);**  **}**  **}**  **return**0**;**  **}** |

# Blossom

|  |
| --- |
| /\*\* Maximum Matching on General Graph \*\*/  /\* Blossom | O(V^3) \*/    int lca**(**vector**<**int**>&**match**,** vector**<**int**>&**base**,** vector**<**int**>&**p**,**int a**,**int b**){**  vector**<**bool**>** used**(**SZ**(**match**));**  **while(true){**  a **=** base**[**a**];**  used**[**a**]=true;**  **if(**match**[**a**]==-**1**)break;**  a **=** p**[**match**[**a**]];**  **}**  **while(true){**  b **=** base**[**b**];**  **if(**used**[**b**])return** b**;**  b **=** p**[**match**[**b**]];**  **}**  **return-**1**;**  **}**    void markPath**(**vector**<**int**>&**match**,** vector**<**int**>&**base**,** vector**<**bool**>&**blossom**,** vector**<**int**>&**p**,**int v**,**int b**,**int children**){**  **for(;** base**[**v**]!=** b**;** v **=** p**[**match**[**v**]]){**  blossom**[**base**[**v**]]=** blossom**[**base**[**match**[**v**]]]=true;**  p**[**v**]=** children**;**  children **=** match**[**v**];**  **}**  **}**    int findPath**(**vector**<**vector**<**int**>>&**graph**,** vector**<**int**>&**match**,** vector**<**int**>&**p**,**int root**){**  int n **=** SZ**(**graph**);**  vector**<**bool**>** used**(**n**);**  FORIT**(**it**,** p**)\***it **=-**1**;**  vector**<**int**>** base**(**n**);**  **for(**int i **=**0**;** i **<** n**;++**i**)** base**[**i**]=** i**;**    used**[**root**]=true;**  int qh **=**0**;**  int qt **=**0**;**  vector**<**int**>** q**(**n**);**  q**[**qt**++]=** root**;**  **while(**qh **<** qt**){**  int v **=** q**[**qh**++];**  FORIT**(**it**,** graph**[**v**]){**  int to **=\***it**;**  **if(**base**[**v**]==** base**[**to**]||** match**[**v**]==** to**)continue;**  **if(**to **==** root **||** match**[**to**]!=-**1**&&** p**[**match**[**to**]]!=-**1**){**  int curbase **=** lca**(**match**,** base**,** p**,** v**,** to**);**  vector**<**bool**>** blossom**(**n**);**  markPath**(**match**,** base**,** blossom**,** p**,** v**,** curbase**,** to**);**  markPath**(**match**,** base**,** blossom**,** p**,** to**,** curbase**,** v**);**  **for(**int i **=**0**;** i **<** n**;++**i**){**  **if(**blossom**[**base**[**i**]]){**  base**[**i**]=** curbase**;**  **if(!**used**[**i**]){**  used**[**i**]=true;**  q**[**qt**++]=** i**;**  **}**  **}**  **}**  **}elseif(**p**[**to**]==-**1**){**  p**[**to**]=** v**;**  **if(**match**[**to**]==-**1**)return** to**;**  to **=** match**[**to**];**  used**[**to**]=true;**  q**[**qt**++]=** to**;**  **}**  **}**  **}**  **return-**1**;**  **}**    int maxMatching**(**vector**<**vector**<**int**>>** graph**){**  int n **=** SZ**(**graph**);**  vector**<**int**>** match**(**n**,-**1**);**  vector**<**int**>** p**(**n**);**  **for(**int i **=**0**;** i **<** n**;++**i**){**  **if(**match**[**i**]==-**1**){**  int v **=** findPath**(**graph**,** match**,** p**,** i**);**  **while(**v **!=-**1**){**  int pv **=** p**[**v**];**  int ppv **=** match**[**pv**];**  match**[**v**]=** pv**;**  match**[**pv**]=** v**;**  v **=** ppv**;**  **}**  **}**  **}**    int matches **=**0**;**  **for(**int i **=**0**;** i **<** n**;++**i**){**  **if(**match**[**i**]!=-**1**){**  **++**matches**;**  **}**  **}**  **return** matches **/**2**;**  **}** |

# Minimum Cut Stoer - Wagner

|  |
| --- |
| // Adjacency matrix implementation of Stoer-Wagner min cut algorithm.  //  // Running time:  // O(|V|^3)  //  // INPUT:  // - graph, constructed using AddEdge()  //  // OUTPUT:  // - (min cut value, nodes in half of min cut)    #include <cmath>  #include <vector>  #include <iostream>    **usingnamespace** std**;**    **typedef** vector**<**int**>** VI**;**  **typedef** vector**<**VI**>** VVI**;**    const int INF **=**1000000000**;**    pair<int, VI> GetMinCut(VVI &weights){  int N = weights.size();  VI used(N), cut, best\_cut;  int best\_weight =-1;  for(int phase = N-1; phase >=0; phase--){  VI w = weights[0];  VI added = used;  int prev, last =0;  for(int i =0; i < phase; i++){  prev = last;  last =-1;  for(int j =1; j < N; j++)  if(!added[j]&&(last ==-1|| w[j]> w[last])) last = j;  if(i == phase-1){  for(int j =0; j < N; j++) weights[prev][j]+= weights[last][j];  for(int j =0; j < N; j++) weights[j][prev]= weights[prev][j];  used[last]=true;  cut.push\_back(last);  if(best\_weight ==-1|| w[last]< best\_weight){  best\_cut = cut;  best\_weight = w[last];  }  }else{  for(int j =0; j < N; j++)  w[j]+= weights[last][j];  added[last]=true;  }  }  }  return make\_pair(best\_weight, best\_cut);  } |

# Chinese Remainder Theorem

|  |
| --- |
| // Chinese remainder theorem (special case): find z such that  // z % x = a, z % y = b. Here, z is unique modulo M = lcm(x,y).  // Return (z,M). On failure, M = -1.  PII chinese\_remainder\_theorem**(**int x**,**int a**,**int y**,**int b**){**  int s**,** t**;**  int d **=** extended\_euclid**(**x**,** y**,** s**,** t**);**  **if(**a**%**d **!=** b**%**d**)return** make\_pair**(**0**,-**1**);**  **return** make\_pair**(**mod**(**s**\***b**\***x**+**t**\***a**\***y**,**x**\***y**)/**d**,** x**\***y**/**d**);**  **}**    // Chinese remainder theorem: find z such that  // z % x[i] = a[i] for all i. Note that the solution is  // unique modulo M = lcm\_i (x[i]). Return (z,M). On  // failure, M = -1. Note that we do not require the a[i]'s  // to be relatively prime.  PII chinese\_remainder\_theorem**(**const VI **&**x**,**const VI **&**a**){**  PII ret **=** make\_pair**(**a**[**0**],** x**[**0**]);**  **for(**int i **=**1**;** i **<** x**.**size**();** i**++){**  ret **=** chinese\_remainder\_theorem**(**ret**.**second**,** ret**.**first**,** x**[**i**],** a**[**i**]);**  **if(**ret**.**second **==-**1**)break;**  **}**  **return** ret**;**  **}** |

# Simplex

|  |
| --- |
| // Two-phase simplex algorithm for solving linear programs of the form  //  // maximize c^T x  // subject to Ax <= b  // x >= 0  //  // INPUT: A -- an m x n matrix  // b -- an m-dimensional vector  // c -- an n-dimensional vector  // x -- a vector where the optimal solution will be stored  //  // OUTPUT: value of the optimal solution (infinity if unbounded  // above, nan if infeasible)  //  // To use this code, create an LPSolver object with A, b, and c  // as arguments. Then, call Solve(x).    #include <iostream>  #include <iomanip>  #include <vector>  #include <cmath>  #include <limits>    **usingnamespace** std**;**    **typedef**longdouble DOUBLE**;**  **typedef** vector**<**DOUBLE**>** VD**;**  **typedef** vector**<**VD**>** VVD**;**  **typedef** vector**<**int**>** VI**;**    const DOUBLE EPS **=**1e-9**;**    struct LPSolver **{**  int m**,** n**;**  VI B**,** N**;**  VVD D**;**    LPSolver**(**const VVD **&**A**,**const VD **&**b**,**const VD **&**c**):**  m**(**b**.**size**()),** n**(**c**.**size**()),** N**(**n**+**1**),** B**(**m**),** D**(**m**+**2**,** VD**(**n**+**2**)){**  **for(**int i **=**0**;** i **<** m**;** i**++)**  **for(**int j **=**0**;** j **<** n**;** j**++)** D**[**i**][**j**]=** A**[**i**][**j**];**  **for(**int i **=**0**;** i **<** m**;** i**++){**  B**[**i**]=** n**+**i**;** D**[**i**][**n**]=-**1**;** D**[**i**][**n**+**1**]=** b**[**i**];**  **}**  **for(**int j **=**0**;** j **<** n**;** j**++){** N**[**j**]=** j**;** D**[**m**][**j**]=-**c**[**j**];}**  N**[**n**]=-**1**;** D**[**m**+**1**][**n**]=**1**;**  **}**    void Pivot**(**int r**,**int s**){**  **for(**int i **=**0**;** i **<** m**+**2**;** i**++)if(**i **!=** r**)**  **for(**int j **=**0**;** j **<** n**+**2**;** j**++)if(**j **!=** s**)**  D**[**i**][**j**]-=** D**[**r**][**j**]\*** D**[**i**][**s**]/** D**[**r**][**s**];**  **for(**int j **=**0**;** j **<** n**+**2**;** j**++)if(**j **!=** s**)** D**[**r**][**j**]/=** D**[**r**][**s**];**  **for(**int i **=**0**;** i **<** m**+**2**;** i**++)if(**i **!=** r**)** D**[**i**][**s**]/=-**D**[**r**][**s**];**  D**[**r**][**s**]=**1.0**/** D**[**r**][**s**];**  swap**(**B**[**r**],** N**[**s**]);**  **}**    bool Simplex**(**int phase**){**  int x **=** phase **==**1**?** m**+**1**:** m**;**  **while(true){**  int s **=-**1**;**  **for(**int j **=**0**;** j **<=** n**;** j**++){**  **if(**phase **==**2**&&** N**[**j**]==-**1**)continue;**  **if(**s **==-**1**||** D**[**x**][**j**]<** D**[**x**][**s**]||** D**[**x**][**j**]==** D**[**x**][**s**]&&** N**[**j**]<** N**[**s**])**  s **=** j**;**  **}**  **if(**D**[**x**][**s**]>=-**EPS**)returntrue;**  int r **=-**1**;**  **for(**int i **=**0**;** i **<** m**;** i**++){**  **if(**D**[**i**][**s**]<=**0**)continue;**  **if(**r **==-**1**||** D**[**i**][**n**+**1**]/** D**[**i**][**s**]<** D**[**r**][**n**+**1**]/** D**[**r**][**s**]||**  D**[**i**][**n**+**1**]/** D**[**i**][**s**]==** D**[**r**][**n**+**1**]/** D**[**r**][**s**]&&** B**[**i**]<** B**[**r**])**  r **=** i**;**  **}**  **if (**r **==-**1**)returnfalse;**  Pivot**(**r**,** s**);**  **}**  **}**    DOUBLE Solve**(**VD **&**x**){**  int r **=**0**;**  **for(**int i **=**1**;** i **<** m**;** i**++)if(**D**[**i**][**n**+**1**]<** D**[**r**][**n**+**1**])** r **=** i**;**  **if(**D**[**r**][**n**+**1**]<=-**EPS**){**  Pivot**(**r**,** n**);**  **if(!**Simplex**(**1**)||**D**[**m**+**1**][**n**+**1**]<-**EPS**)**  **return-**numeric\_limits**<**DOUBLE**>::**infinity**();**  **for(**int i **=**0**;** i **<** m**;** i**++)if(**B**[**i**]==-**1**){**  int s **=-**1**;**  **for(**int j **=**0**;** j **<=** n**;** j**++)**  **if(**s **==-**1**||** D**[**i**][**j**]<** D**[**i**][**s**]||** D**[**i**][**j**]==** D**[**i**][**s**]&&** N**[**j**]<** N**[**s**])**  s **=** j**;**  Pivot**(**i**,** s**);**  **}**  **}**  **if(!**Simplex**(**2**))return** numeric\_limits**<**DOUBLE**>::**infinity**();**  x **=** VD**(**n**);**  **for(**int i **=**0**;** i **<** m**;** i**++)if(**B**[**i**]<** n**)** x**[**B**[**i**]]=** D**[**i**][**n**+**1**];**  **return** D**[**m**][**n**+**1**];**  **}**  **};**    int main**(){**  const int m **=**4**;**  const int n **=**3**;**  DOUBLE \_A**[**m**][**n**]={**  **{**6**,-**1**,**0**},**  **{-**1**,-**5**,**0**},**  **{**1**,**5**,**1**},**  **{-**1**,-**5**,-**1**}**  **};**  DOUBLE \_b**[**m**]={**10**,-**4**,**5**,-**5**};**  DOUBLE \_c**[**n**]={**1**,-**1**,**0**};**    VVD A**(**m**);**  VD b**(**\_b**,** \_b **+** m**);**  VD c**(**\_c**,** \_c **+** n**);**  **for(**int i **=**0**;** i **<** m**;** i**++)** A**[**i**]=** VD**(**\_A**[**i**],** \_A**[**i**]+** n**);**    LPSolver solver**(**A**,** b**,** c**);**  VD x**;**  DOUBLE value **=** solver**.**Solve**(**x**);**  cerr **<<**"VALUE: "**<<** value **<<** endl**;**  cerr **<<**"SOLUTION:"**;**  **for(**size\_t i **=**0**;** i **<** x**.**size**();** i**++)** cerr **<<**" "**<<** x**[**i**];**  cerr **<<** endl**;**  **return**0**;**  **}** |

# Persistent Segment tree

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  struct Node {  int cnt;  Node \*left, \*right;  Node(int cnt, Node \*left, Node \*right) {  this->cnt = cnt;  this->left = left;  this->right = right;  }  Node \*insert(int l, int r, int k) {  if (!(l <= k && k <= r)) {  return this;  }  Node \*node = new Node(this->cnt + 1, this->left, this->right);  if (l == r) {  return node;  }  int m = (l + r) / 2;  node->left = node->left->insert(l, m, k);  node->right = node->right->insert(m + 1, r, k);  return node;  }  static int query(Node \*a, Node \*b, int l, int r, int k) {  if (l == r) {  return l;  }  int m = (l + r) / 2;  int cnt = b->left->cnt - a->left->cnt;  if (cnt >= k + 1) {  return query(a->left, b->left, l, m, k);  }  return query(a->right, b->right, m + 1, r, k - cnt);  }  };  int main() {  int n, m;  scanf("%d %d", &n, &m);  map<int, int> M, RM;  int a[n];  for (int i = 0; i < n; i++) {  scanf("%d", &a[i]);  M[a[i]];  }  int cntr = 0;  for (auto it = M.begin(); it != M.end(); it++) {  M[it->first] = cntr;  RM[cntr] = it->first;  cntr++;  }  cntr--;  Node \*null = new Node(0, NULL, NULL);  null->left = null, null->right = null;  Node \*roots[n];  for (int i = 0; i < n; i++) {  roots[i] = (i == 0 ? null : roots[i - 1])->insert(0, cntr, M[a[i]]);  }  int u, v, k;  while (m--) {  scanf("%d %d %d", &u, &v, &k);  u--, v--, k--;  Node \*a = (u == 0 ? null : roots[u - 1]);  Node \*b = roots[v];  int res = Node::query(a, b, 0, cntr, k);  printf("%d\n", RM[res]);  }  return 0;  } |